![](data:image/png;base64,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)
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1. **Define a linked list and perform insertion, modification & deletion on that linked list.**

**Code:**

import java.util.HashSet;  
  
public class Linkedlist {  
 Node head;  
  
 static class Node{  
 private int Value;  
 private Node pointer;  
  
 Node(int data){  
 Value = data;  
 pointer = null;  
 }  
 }  
  
 static int getLenght(Linkedlist list) {  
 int i = 0;  
 Node last = list.head;  
 while (last.pointer != null) {  
 i++;  
 last = last.pointer;  
 }  
 return i;  
 }  
 static boolean isEmpty(Linkedlist list) {  
 boolean condition = true;  
  
 if (list.head == null)  
 condition = false;  
  
 return condition;  
 }  
  
 // add the element in the linked list  
 static Linkedlist insert(Linkedlist list, int data) {  
 Node new\_node = new Node(data);  
 new\_node.pointer = null;  
  
 if (!*isEmpty*(list))  
 list.head = new\_node;  
 else {  
 Node last = list.head;  
 while (last.pointer != null)  
 last = last.pointer;  
  
 last.pointer = new\_node;  
 }  
  
 return list;  
 }  
 static Linkedlist insertAtstart(Linkedlist list, int data) {  
 Node new\_node = new Node(data);  
  
 if (!(*isEmpty*(list)))  
 list.head = new\_node;  
 else {  
 new\_node.pointer = list.head;  
 list.head = new\_node;  
 }  
 return list;  
 }  
 static Linkedlist insertBykey(Linkedlist list, int data, int key) {  
 int size = *getLenght*(list);  
 Node new\_node = new Node(data);  
 Node last = null;  
 Node temp = list.head;  
  
 if(key == 0)  
 list = *insertAtstart*(list,data);  
 else if(key > size-1)  
 list = *insert*(list,data);  
 else{  
 for(int i = 0; i < key; i++)  
 temp = (last = temp).pointer;  
  
 new\_node.pointer = temp;  
 last.pointer = new\_node;  
 }  
  
 return list;  
 }  
  
 // delete the element in the linked list  
 static Linkedlist deleteByValue(Linkedlist list, int key){  
 Node currNode = list.head,  
 prev = null;  
  
 if (currNode != null && currNode.Value == key) {  
 list.head = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
 return list;  
 }  
  
 while (currNode != null && currNode.Value != key)  
 currNode = (prev = currNode).pointer;  
  
  
 if (currNode != null) {  
 prev.pointer = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
 }  
  
 if (currNode == null)  
 System.*out*.println(key + " not found");  
  
 return list;  
 }  
 static Linkedlist deleteBykey(Linkedlist list, int key){  
 int size = *getLenght*(list);  
 Node currNode = list.head,  
 prev = null;  
  
 if (size < key) {  
 System.*out*.println(key + " not Exist");  
 return list;  
 }  
  
 if (key == 0){  
 list.head = currNode.pointer;  
 System.*out*.println((currNode.pointer).Value + " found and deleted");  
 return list;  
 }  
  
 for (int i=0; i<key; i++)  
 currNode = (prev = currNode).pointer;  
  
 prev.pointer = currNode.pointer;  
 System.*out*.println(key + " found and deleted");  
 return list;  
 }  
 static Linkedlist delete(Linkedlist list){  
 return (*deleteBykey*(list,*getLenght*(list)));  
 }  
 static Linkedlist deleteFront(Linkedlist list){  
 return (*deleteBykey*(list,0));  
 }  
 static Linkedlist deleteDuplicate(Linkedlist list){  
 HashSet<Integer> hs = new HashSet<>();  
  
 Node current = list.head;  
 Node prev = null;  
 while (current != null) {  
 if (hs.contains(current.Value)) prev.pointer = current.pointer;  
 else {  
 hs.add(current.Value);  
 prev = current;  
 }  
 current = current.pointer;  
 }  
 return list;  
 }  
  
 // update the element in the linked list  
 static Linkedlist update(Linkedlist list, int index, int value){  
 Node currNode = list.head;  
 if (*getLenght*(list) < index) {  
 System.*out*.println("Index not Exist! ");  
 return list;  
 }  
  
 for (int i = 0; i < index; i++)  
 currNode = currNode.pointer;  
  
 currNode.Value = value;  
  
 return list;  
 }  
  
 // search the element in the linked list  
 static Boolean Search(Linkedlist list, int key) {  
 Node currNode = list.head;  
 Boolean condition = false;  
  
 if (currNode == null)  
 return condition;  
  
  
 while (currNode.Value != key)  
 currNode = currNode.pointer;  
  
 if (currNode != null) condition = true;  
 else System.*out*.println(key + " not Exist(404 Error)");  
  
 return condition;  
 }  
  
 //Sorting the Element in the  
 static Linkedlist sortList(Linkedlist list) {  
 Node current = list.head, index = null;  
 int temp;  
  
 if(list.head.pointer == null) {  
 return list;  
 }  
 else {  
 while(current != null) {  
 index = current.pointer;  
  
 while(index != null) {  
 if(current.Value > index.Value) {  
 temp = current.Value;  
 current.Value = index.Value;  
 index.Value = temp;  
 }  
 index = index.pointer;  
 }  
 current = current.pointer;  
 }  
 }  
 return list;  
 }  
  
 //Merge Two linked list in the element  
 static Linkedlist Merge(Linkedlist list1,Linkedlist list2){  
 Linkedlist list = new Linkedlist();  
 int l1 = *getLenght*(list1),l2 = *getLenght*(list2);  
 Node current = list1.head;  
  
 for (int i = 0; i <= (l1+l2)+1; i++) {  
 list.*insert*(list,current.Value);  
 if (l1 != i) current = current.pointer;  
 else current = list2.head;  
 }  
  
 return list;  
 }  
  
 //count the odd and even nodes  
 static int countOdd(Linkedlist list){  
 int count = 0;  
 Node current = list.head;  
 while (current.pointer != null){  
 if (current.Value % 2 == 0)  
 count++;  
 current = current.pointer;  
 }  
 return count;  
 }  
 static int countEven(Linkedlist list){  
 int count = 0;  
 Node current = list.head;  
 while (current.pointer != null){  
 if (current.Value % 2 != 0)  
 count++;  
 current = current.pointer;  
 }  
 return count;  
 }  
  
  
  
 //Display methods  
 static String Display(Linkedlist list){  
 Node currNode = list.head;  
 String display = "LinkedList: {";  
  
 while (currNode != null) {  
 display += currNode.Value + ", ";  
 currNode = currNode.pointer;  
 }  
 display += "\b\b};";  
 return display;  
 }  
 static String Displayreverse (Linkedlist list){  
 Node currNode = list.head;  
 String display = "}";  
  
 while (currNode != null) {  
 display += currNode.Value + " ";  
 currNode = currNode.pointer;  
 }  
 display += "{";  
  
 display = "LinkedList reverse: " +(new StringBuilder(display)).reverse();  
 return display;  
 }  
  
}

**Main Question File:**

public class PracticeQuestion {  
 public static void main(String[] args) {  
 Linkedlist list = new Linkedlist();  
 System.*out*.println(list.*Displayreverse*(list)); //Q2  
  
 list.*insert*(list, 1); // Q3  
 list.*insertAtstart*(list, 2); //Q4  
 list.*insertBykey*(list, 5,2); //Q5 at any postion or mid  
 list.*insertBykey*(list, 9,2);list.*insert*(list, 1); // Q3  
 list.*insertAtstart*(list, 2); //Q4  
 list.*insertBykey*(list, 5,0); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*(list));  
  
 list.*update*(list, 2,78); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*(list));  
  
 list.*deleteFront*(list);  
 list.*deleteByValue*(list,5);  
 list.*deleteBykey*(list,9);  
 list.*delete*(list);  
 System.*out*.println(list.*Display*(list));  
  
 list.*insert*(list, 5);  
 list.*insert*(list, 9);  
 System.*out*.println(list.*Display*(list));

}

}

**Output:**
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1. **Define a linked list and delete all the duplicate values from that list.**

**Code**

static Linkedlist deleteDuplicate(Linkedlist list){  
 HashSet<Integer> hs = new HashSet<>();  
  
 Node current = list.head;  
 Node prev = null;  
 while (current != null) {  
 if (hs.contains(current.Value)) prev.pointer = current.pointer;  
 else {  
 hs.add(current.Value);  
 prev = current;  
 }  
 current = current.pointer;  
 }  
 return list;  
}

The function used

And main class

public class PracticeQuestion {  
 public static void main(String[] args) {  
 Linkedlist list = new Linkedlist();  
 System.*out*.println(list.*Displayreverse*(list)); //Q2  
  
 list.*insert*(list, 1); // Q3  
 list.*insertAtstart*(list, 2); //Q4  
 list.*insertBykey*(list, 5,2); //Q5 at any postion or mid  
 list.*insertBykey*(list, 9,2);list.*insert*(list, 1); // Q3  
 list.*insertAtstart*(list, 2); //Q4  
 list.*insertBykey*(list, 5,0); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*(list));  
  
 list.*update*(list, 2,78); //Q5 at any postion or mid  
  
 System.*out*.println(list.*Display*(list));  
  
 list.*deleteFront*(list);  
 list.*deleteByValue*(list,5);  
 list.*deleteBykey*(list,9);  
 list.*delete*(list);  
 System.*out*.println(list.*Display*(list));  
  
 list.*insert*(list, 5);  
 list.*insert*(list, 9);  
 System.*out*.println(list.*Display*(list));  
  
 list.*deleteDuplicate*(list);  
 System.*out*.println(list.*Display*(list));  
  
 }  
}
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